|  |  |
| --- | --- |
| **ch38.ReactJS Redux Example** | **Date: 22-02-2022** |

**Topics**

React Props Validation,

# React Props Validation

React Redux Example

In this section, we will learn how to implements Redux in React application. Here, we provide a simple example to connect Redux and React.

**Step-1** Create a new react project using **create-react-app** command. I choose the project name: "**reactproject**." Now, install **Redux** and **React-Redux**.

1. javatpoint@root:~/Desktop$ npx create-react-app reactproject
2. javatpoint@root:~/Desktop/reactproject$ npm install redux react-redux --save

**Step-2 Create Files and Folders**

In this step, we need to create folders and files for actions, reducers, components, and containers. After creating folders and files, our project looks like as below image.
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**Step-3 Actions**

It uses '**type**' property to inform about data that should be sent to the **Store**. In this folder, we will create two files: **index.js** and **index.spec.js**. Here, we have created an **action creator** that returns our action and sets an **id** for every created item.

**Index.js**

1. let nextTodoId = 0
2. export **const** addTodo = text => ({
3. type: 'ADD\_TODO',
4. id: nextTodoId++,
5. text
6. })
8. export **const** setVisibilityFilter = filter => ({
9. type: 'SET\_VISIBILITY\_FILTER',
10. filter
11. })
13. export **const** toggleTodo = id => ({
14. type: 'TOGGLE\_TODO',
15. id
16. })
18. export **const** VisibilityFilters = {
19. SHOW\_ALL: 'SHOW\_ALL',
20. SHOW\_COMPLETED: 'SHOW\_COMPLETED',
21. SHOW\_ACTIVE: 'SHOW\_ACTIVE'
22. }

**Index.spec.js**

1. **import** \* as actions from './index'
3. describe('todo actions', () => {
4. it('addTodo should create ADD\_TODO action', () => {
5. expect(actions.addTodo('Use Redux')).toEqual({
6. type: 'ADD\_TODO',
7. id: 0,
8. text: 'Use Redux'
9. })
10. })
12. it('setVisibilityFilter should create SET\_VISIBILITY\_FILTER action', () => {
13. expect(actions.setVisibilityFilter('active')).toEqual({
14. type: 'SET\_VISIBILITY\_FILTER',
15. filter: 'active'
16. })
17. })
19. it('toggleTodo should create TOGGLE\_TODO action', () => {
20. expect(actions.toggleTodo(1)).toEqual({
21. type: 'TOGGLE\_TODO',
22. id: 1
23. })
24. })
25. })

**Step-4 Reducers**

As we know, Actions only trigger changes in the app, and the Reducers specify those changes. The Reducer is a function which takes two parameters 'Action' and 'State' to calculate and return an updated State. It read the payloads from the 'Actions' and then updates the 'Store' via the State accordingly.

In the given files, each Reducer managing its own part of the global State. The State parameter is different for every Reducer and corresponds to the part of the 'State' it manages. When the app becomes larger, we can split the Reducers into separate files and keep them completely independent and managing different data domains.

Here, we are using 'combineReducers' helper function to add any new Reducers we might use in the future.

**index.js**

1. **import** { combineReducers } from 'redux'
2. **import** todos from './todos'
3. **import** visibilityFilter from './visibilityFilter'
5. export **default** combineReducers({
6. todos,
7. visibilityFilter
8. })

**Todos.js**

1. **const** todos = (state = [], action) => {
2. **switch** (action.type) {
3. **case** 'ADD\_TODO':
4. **return** [
5. ...state,
6. {
7. id: action.id,
8. text: action.text,
9. completed: **false**
10. }
11. ]
12. **case** 'TOGGLE\_TODO':
13. **return** state.map(todo =>
14. (todo.id === action.id)
15. ? {...todo, completed: !todo.completed}
16. : todo
17. )
18. **default**:
19. **return** state
20. }
21. }
22. export **default** todos

**Todos.spec.js**

1. **import** todos from './todos'
3. describe('todos reducer', () => {
4. it('should handle initial state', () => {
5. expect(
6. todos(undefined, {})
7. ).toEqual([])
8. })
10. it('should handle ADD\_TODO', () => {
11. expect(
12. todos([], {
13. type: 'ADD\_TODO',
14. text: 'Run the tests',
15. id: 0
16. })
17. ).toEqual([
18. {
19. text: 'Run the tests',
20. completed: **false**,
21. id: 0
22. }
23. ])
25. expect(
26. todos([
27. {
28. text: 'Run the tests',
29. completed: **false**,
30. id: 0
31. }
32. ], {
33. type: 'ADD\_TODO',
34. text: 'Use Redux',
35. id: 1
36. })
37. ).toEqual([
38. {
39. text: 'Run the tests',
40. completed: **false**,
41. id: 0
42. }, {
43. text: 'Use Redux',
44. completed: **false**,
45. id: 1
46. }
47. ])
49. expect(
50. todos([
51. {
52. text: 'Run the tests',
53. completed: **false**,
54. id: 0
55. }, {
56. text: 'Use Redux',
57. completed: **false**,
58. id: 1
59. }
60. ], {
61. type: 'ADD\_TODO',
62. text: 'Fix the tests',
63. id: 2
64. })
65. ).toEqual([
66. {
67. text: 'Run the tests',
68. completed: **false**,
69. id: 0
70. }, {
71. text: 'Use Redux',
72. completed: **false**,
73. id: 1
74. }, {
75. text: 'Fix the tests',
76. completed: **false**,
77. id: 2
78. }
79. ])
80. })
82. it('should handle TOGGLE\_TODO', () => {
83. expect(
84. todos([
85. {
86. text: 'Run the tests',
87. completed: **false**,
88. id: 1
89. }, {
90. text: 'Use Redux',
91. completed: **false**,
92. id: 0
93. }
94. ], {
95. type: 'TOGGLE\_TODO',
96. id: 1
97. })
98. ).toEqual([
99. {
100. text: 'Run the tests',
101. completed: **true**,
102. id: 1
103. }, {
104. text: 'Use Redux',
105. completed: **false**,
106. id: 0
107. }
108. ])
109. })
110. })

**VisibilityFilter.js**

1. **import** { VisibilityFilters } from '../actions'
3. **const** visibilityFilter = (state = VisibilityFilters.SHOW\_ALL, action) => {
4. **switch** (action.type) {
5. **case** 'SET\_VISIBILITY\_FILTER':
6. **return** action.filter
7. **default**:
8. **return** state
9. }
10. }
11. export **default** visibilityFilter

**Step-5 Components**

It is a Presentational Component, which concerned with how things look such as markup, styles. It receives data and invokes callbacks exclusively via props. It does not know where the data comes from or how to change it. It only renders what is given to them.

**App.js**

It is the root component which renders everything in the UI.

1. **import** React from 'react'
2. **import** Footer from './Footer'
3. **import** AddTodo from '../containers/AddTodo'
4. **import** VisibleTodoList from '../containers/VisibleTodoList'
6. **const** App = () => (
7. <div>
8. <AddTodo />
9. <VisibleTodoList />
10. <Footer />
11. </div>
12. )
13. export **default** App

**Footer.js**

It tells where the user changes currently visible **todos**.

1. **import** React from 'react'
2. **import** FilterLink from '../containers/FilterLink'
3. **import** { VisibilityFilters } from '../actions'
5. **const** Footer = () => (
6. <p>
7. Show: <FilterLink filter={VisibilityFilters.SHOW\_ALL}>All</FilterLink>
8. {', '}
9. <FilterLink filter={VisibilityFilters.SHOW\_ACTIVE}>Active</FilterLink>
10. {', '}
11. <FilterLink filter={VisibilityFilters.SHOW\_COMPLETED}>Completed</FilterLink>
12. </p>
13. )
14. export **default** Footer

**Link.js**

It is a link with a callback.

1. **import** React from 'react'
2. **import** PropTypes from 'prop-types'
4. **const** Link = ({ active, children, onClick }) => {
5. **if** (active) {
6. **return** <span>{children}</span>
7. }
9. **return** (
10. <a
11. href=""
12. onClick={e => {
13. e.preventDefault()
14. onClick()
15. }}
16. >
17. {children}
18. </a>
19. )
20. }
22. Link.propTypes = {
23. active: PropTypes.bool.isRequired,
24. children: PropTypes.node.isRequired,
25. onClick: PropTypes.func.isRequired
26. }
28. export **default** Link

**Todo.js**

It represents a single todo item which shows **text**.

1. **import** React from 'react'
2. **import** PropTypes from 'prop-types'
4. **const** Todo = ({ onClick, completed, text }) => (
5. <li
6. onClick={onClick}
7. style={{
8. textDecoration: completed ? 'line-through' : 'none'
9. }}
10. >
11. {text}
12. </li>
13. )
15. Todo.propTypes = {
16. onClick: PropTypes.func.isRequired,
17. completed: PropTypes.bool.isRequired,
18. text: PropTypes.string.isRequired
19. }
21. export **default** Todo

**TodoList.js**

It is a list to show visible todos{ id, text, completed }.

1. **import** React from 'react'
2. **import** PropTypes from 'prop-types'
3. **import** Todo from './Todo'
5. **const** TodoList = ({ todos, onTodoClick }) => (
6. <ul>
7. {todos.map((todo, index) => (
8. <Todo key={index} {...todo} onClick={() => onTodoClick(index)} />
9. ))}
10. </ul>
11. )
13. TodoList.propTypes = {
14. todos: PropTypes.arrayOf(
15. PropTypes.shape({
16. id: PropTypes.number.isRequired,
17. completed: PropTypes.bool.isRequired,
18. text: PropTypes.string.isRequired
19. }).isRequired
20. ).isRequired,
21. onTodoClick: PropTypes.func.isRequired
22. }
23. export **default** TodoList

**Step-6 Containers**

It is a Container Component which concerned with how things work such as data fetching, updates State. It provides data and behavior to presentational components or other container components. It uses Redux State to read data and dispatch Redux Action for updating data.

**AddTodo.js**

It contains the input field with an ADD (submit) button.

1. **import** React from 'react'
2. **import** { connect } from 'react-redux'
3. **import** { addTodo } from '../actions'
5. **const** AddTodo = ({ dispatch }) => {
6. let input
8. **return** (
9. <div>
10. <form onSubmit={e => {
11. e.preventDefault()
12. **if** (!input.value.trim()) {
13. **return**
14. }
15. dispatch(addTodo(input.value))
16. input.value = ''
17. }}>
18. <input ref={node => input = node} />
19. <button type="submit">
20. Add Todo
21. </button>
22. </form>
23. </div>
24. )
25. }
26. export **default** connect()(AddTodo)

**FilterLink.js**

It represents the current visibility filter and renders a link.

1. **import** { connect } from 'react-redux'
2. **import** { setVisibilityFilter } from '../actions'
3. **import** Link from '../components/Link'
5. **const** mapStateToProps = (state, ownProps) => ({
6. active: ownProps.filter === state.visibilityFilter
7. })
9. **const** mapDispatchToProps = (dispatch, ownProps) => ({
10. onClick: () => dispatch(setVisibilityFilter(ownProps.filter))
11. })
13. export **default** connect(
14. mapStateToProps,
15. mapDispatchToProps
16. )(Link)

**VisibleTodoList.js**

It filters the todos and renders a TodoList.

1. **import** { connect } from 'react-redux'
2. **import** { toggleTodo } from '../actions'
3. **import** TodoList from '../components/TodoList'
4. **import** { VisibilityFilters } from '../actions'
6. **const** getVisibleTodos = (todos, filter) => {
7. **switch** (filter) {
8. **case** VisibilityFilters.SHOW\_ALL:
9. **return** todos
10. **case** VisibilityFilters.SHOW\_COMPLETED:
11. **return** todos.filter(t => t.completed)
12. **case** VisibilityFilters.SHOW\_ACTIVE:
13. **return** todos.filter(t => !t.completed)
14. **default**:
15. **throw** **new** Error('Unknown filter: ' + filter)
16. }
17. }
19. **const** mapStateToProps = state => ({
20. todos: getVisibleTodos(state.todos, state.visibilityFilter)
21. })
23. **const** mapDispatchToProps = dispatch => ({
24. toggleTodo: id => dispatch(toggleTodo(id))
25. })
27. export **default** connect(
28. mapStateToProps,
29. mapDispatchToProps
30. )(TodoList)

**Step-7 Store**

All container components need access to the Redux Store to subscribe to it. For this, we need to pass it(store) as a prop to every container component. However, it gets tedious. So we recommend using special React Redux component called which make the store available to all container components without passing it explicitly. It used once when you render the root component.

**index.js**

1. **import** React from 'react'
2. **import** { render } from 'react-dom'
3. **import** { createStore } from 'redux'
4. **import** { Provider } from 'react-redux'
5. **import** App from './components/App'
6. **import** rootReducer from './reducers'
8. **const** store = createStore(rootReducer)
10. render(
11. <Provider store={store}>
12. <App />
13. </Provider>,
14. document.getElementById('root')
15. )

**Output**

When we execute the application, it gives the output as below screen.

![React Redux Example](data:image/png;base64,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)

Now, we will be able to add items in the list.

![React Redux Example](data:image/png;base64,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)

The detailed explanation of React-Redux example can be shown here: <https://redux.js.org/basics/usage-with-react>.

Next Topic[React Portals](https://www.javatpoint.com/react-portals)